**Introduction to Grammars and Languages**

**(Class notes prepared by Ramon A. Mata-Toledo)**

**Prerequisites:** Read pages 8 through 33 of your textbook or pages 15 through 18 of the Aho and Ulmann’s book. The list of references is located at the end of this document. PDF files for some of these references are available on Blackboard under the folder References (under Course Documents). All these references have been placed “on reserve” under your instructor’s name at the East Library.

**Alphabet**

We will call an **alphabet** any nonempty finite set of symbols. An alphabet is generally denoted by the Greek letter Σ. The elements of any alphabet are assumed to be indivisible symbols.

**Example No. 1**

The set of letters of the English alphabet = {A, B, ..Z, a, b, c, ..z} form an alphabet.

A widely used alphabet is the binary alphabet Σ = {0, 1}

In certain computer languages such as the family of C languages some elements of the alphabet are the indivisible symbols such as **begin**, **end**, **while**, etc.

**Strings**

Given a particular alphabet we will define a **string** as a sequence of elements taken from that alphabet. Synonyms for a string are word and sentence.

**Example No. 2**

If we assume that Σ is the binary alphabet Σ = {0, 1} we can form the following strings:

0, 1, 00, 01, 10, 001, 010, and 011 (neither the comma nor the word are are part of the string)

Formally, a string can be written as ![](data:image/x-wmf;base64,183GmgAAAAAAAAAHQAIACQAAAABRWwEACQAAAxoCAAACAKcAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAgAHEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////wAYAAOYBAAALAAAAJgYPAAwATWF0aFR5cGUAAGAABQAAAAkCAAAAAgUAAAAUAuMBJwMcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3tAtmIQQAAAAtAQAACgAAADIKAAAAAAIAAAAxMjABvAEFAAAAFAKAAd8EHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAFix83dhsfN3IED1d7QLZiEEAAAALQEBAAQAAADwAQAACgAAADIKAAAAAAIAAAAuLmAAAAMFAAAAFALjAVIGHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAFix83dhsfN3IED1d7QLZiEEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABrLrwBBQAAABQCgAFMABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9Xe0C2YhBAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAeGFhYTQCGAH7AQADBQAAABQCgAFUARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAUhwKrWzeEgBYsfN3YbHzdyBA9Xe0C2YhBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAAPS4AA6cAAAAmBg8ARAFBcHBzTUZDQwEAHQEAAB0BAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg3gAAgSGPQA9AgCDYQADABsAAAsBAAIAiDEAAAEBAAoCAINhAAMAGwAACwEAAgCIMgAAAQEACgIAgi4AAgCCLgACAINhAAMAGwAACwEAAgCDawAAAQEAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtACG0C2YhAAAKACEAigEAAAAAAQAAALzoEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)where *k* ≥ 0, ![](data:image/x-wmf;base64,183GmgAAAAAAAAAEoAECCQAAAACzWwEACQAAA18BAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKgAQAEEwAAACYGDwAcAP////8AAAAAEAAAAMD////m////wAMAAIYBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAkABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3Jw5m0gQAAAAtAQAACgAAADIKAAAAAAIAAABhacAAAAMFAAAAFAJAAZwBHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAAApDgoM8N0SAFix83dhsfN3IED1dycOZtIEAAAALQEBAAQAAADwAQAACgAAADIKAAAAAAIAAADOUz4BAAOGAAAAJgYPAAEBQXBwc01GQ0MBANoAAADaAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINhAAIAg2kAAgSGCCLOAgSFowNTAAACCwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDSJw5m0gAACgAhAIoBAAAAAAAAAABA6BIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)where 1 ≤ i ≤ k.

If we let *k* = 0 we have a special string called the empty string which is generally denoted by ε. This empty string is unique and has no symbols. Some properties of this particular string are indicated later on.
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**Example No. 3**

Considering the alphabet![](data:image/x-wmf;base64,183GmgAAAAAAAIAJAAIACQAAAACRVQEACQAAA7UBAAACAJ0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAoAJEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////QAkAAMYBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAmABegIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3OBdmSwQAAAAtAQAAFQAAADIKAAAAAAkAAAB7LCwqLCgsKX10dAFoAXgAugCKAH4AigB+AAADBQAAABQCYAEoAxwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9Xc4F2ZLBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAYXkAAwUAAAAUAmABNAAcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAC4dCmrw3RIAWLHzd2Gx83cgQPV3OBdmSwQAAAAtAQAABAAAAPABAQAMAAAAMgoAAAAAAwAAAFM9KxE+AQwDAAOdAAAAJgYPAC8BQXBwc01GQ0MBAAgBAAAIAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACBIWjA1MCBIY9AD0CAIJ7AAIAg2EAAgCCLAACBIYrACsCAIIsAAIAgioAAgCCLAACAIIoAAIAgiwAAgCCKQACAIJ9AAAAAAsAAAAmBg8ADAD/////AQBOAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0ASzgXZksAAAoAIQCKAQAAAAABAAAAQOgSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)we can form individual string such as

+((a, a\*(a+a), ))+(( a+(a\*a), and (((a+a)))

**Length of a string**

We will define the **length** of a string as the number of characters that make up the string. The length of a string α is generally denoted by |α|. Some authors also use the notation lg(*x*).

**Example No. 4**

Given the alphabet ![](data:image/x-wmf;base64,183GmgAAAAAAAIAJAAIACQAAAACRVQEACQAAA7UBAAACAJ0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAoAJEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////QAkAAMYBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAmABegIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3OBdmSwQAAAAtAQAAFQAAADIKAAAAAAkAAAB7LCwqLCgsKX10dAFoAXgAugCKAH4AigB+AAADBQAAABQCYAEoAxwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9Xc4F2ZLBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAYXkAAwUAAAAUAmABNAAcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAC4dCmrw3RIAWLHzd2Gx83cgQPV3OBdmSwQAAAAtAQAABAAAAPABAQAMAAAAMgoAAAAAAwAAAFM9KxE+AQwDAAOdAAAAJgYPAC8BQXBwc01GQ0MBAAgBAAAIAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACBIWjA1MCBIY9AD0CAIJ7AAIAg2EAAgCCLAACBIYrACsCAIIsAAIAgioAAgCCLAACAIIoAAIAgiwAAgCCKQACAIJ9AAAAAAsAAAAmBg8ADAD/////AQBOAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0ASzgXZksAAAoAIQCKAQAAAAABAAAAQOgSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=) the length of some of the strings derived from this alphabet are

|a+(a\*a)| = 7 and |(((a+a)))| = 9

The length of the empty string is zero. That is, |ε| = 0

**Two particular sets of strings: ![](data:image/x-wmf;base64,183GmgAAAAAAAOAB4AEBCQAAAAAQXgEACQAAA14BAAACAIcAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALgAeABEwAAACYGDwAcAP////8AAAAAEAAAAMD///+1////oAEAAJUBAAALAAAAJgYPAAwATWF0aFR5cGUAACAABQAAAAkCAAAAAgUAAAAUAvQAJwEcAAAA+wIi/wAAAAAAAJABAAAAAQACABBTeW1ib2wAACcOChUc7xIAWLHzd2Gx83cgQPV3vxVm7QQAAAAtAQAACQAAADIKAAAAAAEAAAArebwBBQAAABQCoAE0ABwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAwA8KqhzvEgBYsfN3YbHzdyBA9Xe/FWbtBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAU3kAA4cAAAAmBg8AAwFBcHBzTUZDQwEA3AAAANwAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIEhaMDUwMAHAAACwEBAQACBIYrACsAAAAAgwsAAAAmBg8ADAD/////AQBOAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0A7b8VZu0AAAoAIQCKAQAAAAAAAAAAbPkSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)and![](data:image/x-wmf;base64,183GmgAAAAAAAMAB4AECCQAAAAAzXgEACQAAA10BAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALgAcABEwAAACYGDwAcAP////8AAAAAEAAAAMD///+1////gAEAAJUBAAALAAAAJgYPAAwATWF0aFR5cGUAACAABQAAAAkCAAAAAgUAAAAUAvQAGQEcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3/BZmSgQAAAAtAQAACQAAADIKAAAAAAEAAAAqebwBBQAAABQCoAE0ABwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAGB0KnWzeEgBYsfN3YbHzdyBA9Xf8FmZKBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAU3kAA4YAAAAmBg8AAgFBcHBzTUZDQwEA2wAAANsAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIEhaMDUwMAHAAACwEBAQACAIIqAAAAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAEr8FmZKAAAKACEAigEAAAAAAAAAALzoEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)**

Given an alphabet Σ, we can define two new sets, namely,

The set of all strings of length one or more consisting of member of Σ is denoted by Σ+ (generally called “Sigma plus”). Notice that all elements of Σ+ have at least on symbol. Notice that the empty string cannot be an element of this set.

The set of all strings of length zero or more consisting of member of Σ is denoted by Σ\* (generally called “Sigma star” or the Kleene’s star in honor of the mathematician Stephen Kleene who was the first to use this type of notation).

Observe that is ε is an element of the set Σ\*.

The relation between these two particular sets is as follows:
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**Example No. 5**

If we assume that Σ is the binary alphabet Σ = {0, 1} we have that

Σ\* = {ε, 0, 1, 00, 01, 10, 11, 000, 001, 010, 011, 100, ….}

Σ+ = {0, 1, 00, 01, 10, 11, 000, 001, 010, 011, 100, ….}
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**Concatenation of strings**

Two strings, let’s say, w and x, may be connected to form a new string wx called the **concatenation** of the string w and x. The concatenation is an implicit operation between strings and has no special symbol for it.

Given an alphabet Σ, the following properties hold for the concatenation of symbols:

1. Concatenation is associative; i.e, for each x, y, z in Σ\*

*x*(*yz*) = (*xy*)*z*

1. Given the empty string ε and for each *x*, *y*, *z* in Σ\*
2. ε x = x
3. x ε = x
4. x εy = xy

Notice that the string ε is “invisible” when used in any concatenation operation.

1. Σ\* has left and right cancellation. That is, for each x, y, z in Σ\*
2. zx = zy implies x = y
3. xz = yz implies x = y
4. For each x, y, z in Σ\* we have that

|xy| = |x| + |y|

**Note No. 1**

Mathematically speaking these properties of the concatenation, as they apply to Σ\*, define Σ\* as a monoid where the empty string serves as the identity element. A semigroup consists of a set S with a binary associative operation · which is closed in S. A monoid, in turn, is a semigroup where the properties i and ii given above hold true. An binary operation is said to be closed when, applied to any two elements of a set S, the result of the operation is another element of the set S.

**Substrings, prefixes, and suffixes of a string**

Given a string w over an alphabet Σ, we will call a **substring** of w any part of the string w.

Let x, y, and z be arbitrary strings over some given alphabet Σ. We will say that x is a **prefix** of the string xy.

Likewise, we will say that y is a **suffix** of the string xy.

Any prefix or suffix of a string w is a substring of the string w.

**Example No. 6**

Consider the string xwyz defined over some alphabet Σ.

Some of the prefixes of this string are: x and xw. Likewise, some of the suffixes are y and yz.

Notice that the empty string is a substring, a prefix, and and a suffix of any string regardless of the alphabet.

**Prerequisites for remaining of this set of notes:** Read pages 16 and 17 of reference 1. Read pages 20 through 27 of Section 2 of reference 2.

**Languages**

A language over an alphabet Σ is any subset of Σ\*. Since this definition is too general we will restrict our attention to languages generated by a particular type of phrase-structured grammar.

**Grammars**

Grammars are the most important class of generators of languages. In this particular set of notes and for purposes of compilation we only consider grammars of the type known as phrase-structured grammars.

**Phrase-Structured Grammar**

A **Phrase-Structured grammar** is a mathematical system for defining a language, as well as a device for giving the sentences in the language a useful structure.
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* *N* is a finite nonempty set of **nonterminal symbols**; the symbols of this set are sometimes syntactic categories.
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* *S* is a distinguished nonterminal symbol called the **starting symbol**.

The term 4-tuple indicates that a phrase-structured grammar has four components. These components do not have to be in any particular order.

**Example No. 7**

Consider the grammar *G*o (pronounced “g not”) which allows us to write any valid arithmetic expressions involving additions and multiplications including parenthesized expressions. This grammar is defined next.

![](data:image/x-wmf;base64,183GmgAAAAAAAIAUQAIACQAAAADRSAEACQAAAyYCAAACAMgAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAoAUEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////QBQAAOYBAAALAAAAJgYPAAwATWF0aFR5cGUAAGAABQAAAAkCAAAAAgUAAAAUAuMBOQEcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3mglm+AQAAAAtAQAACQAAADIKAAAAAAEAAAAwebwBBQAAABQCgAFNAxwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XeaCWb4BAAAAC0BAQAEAAAA8AEAACIAAAAyCgAAAAASAAAAKHssLH0seywsKiwoLCl9LCwpfgC2AXoBmAG6AGwAdAFoAXgAugCKAH4AigB+ALoAjAGeAQADBQAAABQCgAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XeaCWb4BAAAAC0BAAAEAAAA8AEBABIAAAAyCgAAAAAHAAAAR0VURmFQRQBXBHQBngHQAsYGjAEAAwUAAAAUAoABJwIcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAPMMChbw3RIAWLHzd2Gx83cgQPV3mglm+AQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAAD0rlgkAA8gAAAAmBg8AhgFBcHBzTUZDQwEAXwEAAF8BAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg0cAAwAbAAALAQACAIgwAAABAQAKAgSGPQA9AgCCKAACAIJ7AAIAg0UAAgCCLAACAINUAAIAgiwAAgCDRgACAIJ9AAIAgiwAAgCCewACAINhAAIAgiwAAgSGKwArAgCCLAACAIIqAAIAgiwAAgCCKAACAIIsAAIAgikAAgCCfQACAIIsAAIAg1AAAgCCLAACAINFAAIAgikAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAPiaCWb4AAAKACEAigEAAAAAAAAAAEDoEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) where *P* consists of the productions which can be written as follows

*E* → *E* + *T*

*E* → *T*

*T* → *T* \* *F*

*T* → *F*

*F* → (*E*)

*F* → *a*

*E* → *E* + *T* | *T*

*T* → *T* \* *F* | *F*

*F* → (*E*) | *a*

or equivalently as

**Example No. 8 (** Example taken from reference No. 3)

Consider the grammar defined by the rules shown below.

1.- <sentence> → <subject> <verb> <noun>

2. -<subject> → <article> <noun>

3. - <object> → <article> <noun>

4. - <verb> → SEES

5. - <article> → THE

6. - <noun> → BOY

7. - <noun> → GIRL

As indicated in Example No. 7 when there is more than one production for the same nonterminal it is customary to substitute all these productions by a single production with the same left-hand side and the right-hand sides separated by a vertical bar. For instance, the productions of the grammar given above

<noun> → BOY

<noun>→ GIRL

can be replaced by the single production

<noun> → BOY | GIRL.

Likewise, the last two productions of Go can be replaced by the production F→ (E) | a.

**Given a set of productions how can we distinguish the elements of a grammar?**

The elements of a grammar are generally no explicitly differentiated as one would expect from the formal definition of grammar and as illustrated in Example No. 7. Instead, grammars are generally defined through their set of productions as indicated in Example No.8.

To help distinguish between nonterminal and terminal elements of the grammars some authors use only Latin-alphabet letters for nonterminals and lower case letters at the beginning of the Latin alphabet for terminals. This convention which may be used for all types of grammar will not be used in this class of notes. Another convention that can be used for all types of grammar is to enclose the nonterminal symbols in a particular set of characters not used in the language for any other purpose. This is illustrated in Example No. 8 where the nonterminal symbols are enclosed in “angled brackets.” All other symbols of Example No. 8, excluding the arrows, are considered terminal symbols. The angled-brackets themselves are not part of the set of nonterminal nor are considered terminal symbols. They are meta-symbols of the language.

In this course, unless indicated otherwise, we will use a convention that will allow us to "extract" from the set of productions all the elements that comprise the grammar when none of the previous two conventions are used. This new convention will be applied to grammars of the type Context Free (this concept will be defined later). The convention is a follows:

The nonterminal symbols or syntactic categories are all the “single symbols” that appear on the left-hand side of the productions of the grammar as shown in Example No. 7, where no brackets of any kind are used, the nonterminal symbols are those symbols that appear in the left hand side of the productions.

Terminal or alphabet symbols are all the individual symbols that appear only on the right-hand side of the productions. Notice that a nonterminal symbols may be made up of more than one character as shown in Example No. 8.

The starting nonterminal is the nonterminal appearing at the left hand side of the topmost production. If there is more than one production that has the same nonterminal on its left hand side, we can choose any of these productions as the starting production.

Using this convention with the grammar of Example No. 7 we can easily identify all the elements of Go.

**Sentential Forms**

A grammar defines a language in a recursive manner. Given a grammar ![](data:image/x-wmf;base64,183GmgAAAAAAAAAKAAIACQAAAAARVgEACQAAA6oBAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAgAKEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////wAkAAMYBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAmABzgIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3PhFmxAQAAAAtAQAADwAAADIKAAAAAAUAAAAoLCwsKQDCAaQBjAF6AQADBQAAABQCYAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9Xc+EWbEBAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAR05QUzwDZgOGAQADBQAAABQCYAGoARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAsxAKIPDdEgC4rvN3wa7zdyBA9Xc+EWbEBAAAAC0BAAAEAAAA8AEBAAoAAAAyCgAAAAACAAAAPeV4AwADlgAAACYGDwAiAUFwcHNNRkNDAQD7AAAA+wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXJQUwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg0cAAgSGPQA9AgCCKAACAINOAAIAgiwAAgSGESLlAgCCLAACAINQAAIAgiwAAgCDUwACAIIpAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDEPhFmxAAACgAhAIoBAAAAAAEAAABA6BIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)a special kind of string called a **sentential form** can be defined as follows:

1. *S* is a sentential form
2. If *αβγ* is a sentential form and β→δ is in *P*, then *αδγ* is also a sentential form.

A sentential form containing no nonterminal symbols is called a **sentence** generated by *G*.

We will consider a sentential form of *G* as a type of "derivation" which contains, in general, both terminal and nonterminal symbols.

The language generated by the grammar *G*, denoted by L(*G*), is the set of all **sentences** generated by *G*. Remember that a sentence contains no nonterminal symbols.

The “empty” string is a particular type of sentential form.

**How to derive sentences of the language**

Beginning with the starting production, the rules of a grammar are used to define a special kind of string substitution. This substitution is accomplished by replacing a specific nonterminal in some given string of terminal and nonterminal (sentencial form) with the right-hand side of a production which has the specified nonterminal as its left-hand side. We say that the production has been "applied" to the nonterminal in the string. This process of substituting nonterminal symbols by their right-hand side is continued until the sentential form contains terminal symbols only.

When generating or deriving sentences for the language we will consider one of the two methods: linear derivations (leftmost or rightmost) and tree-derivations.

**Linear Derivations**

We will call a **leftmost linear** derivation to any derivation where, at each step, the leftmost nonterminal of the sentential form is substituted.

We will call a **rightmost linear** derivation to any derivation where, at each step, the rightmost nonterminal of the sentential form is substituted.

**Example No. 9**

The leftmost and rightmost derivation of the string “a + a” using the grammar of Example No. 7 are as shown below. The productions used in the derivation are indicated by the numbers “above the arrows”

Leftmost linear: ![](data:image/x-wmf;base64,183GmgAAAAAAAEAsAAIACQAAAABRcAEACQAAA2gCAAACAPQAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAkAsEwAAACYGDwAcAP////8AAAAAEAAAAMD///+2////ACwAALYBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAvMABwMcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3QQlmngQAAAAtAQAAEAAAADIKAAAAAAYAAAAxMjQ2NDZAByEHVAf9BjAHvAEFAAAAFAKgAYwHHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAFix83dhsfN3IED1d0EJZp4EAAAALQEBAAQAAADwAQAAEgAAADIKAAAAAAcAAABUVFRhYWFhByEHVwfeBP0GMAciAgADBQAAABQCoAG0ARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAuhwKh/DdEgBYsfN3YbHzdyBA9XdBCWaeBAAAAC0BAAAEAAAA8AEBACsAAAAyCgAAAAAYAAAAvr6uK76+riu+vq4rvr6uK76+riu+vq4rbgFQABgDUgKEAWMA6AJSAoQBYwAeA1IChAFgALICZAKEAWMAsgKaAoQBYACyAgADBQAAABQCoAFMABwAAAD7AoD+AAAAAAAAvAIBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XdBCWaeBAAAAC0BAQAEAAAA8AEAABAAAAAyCgAAAAAGAAAARUVURlRG4gQnBz8HWAkbBwAD9AAAACYGDwDdAUFwcHNNRkNDAQC2AQAAtgEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEACAEDAgB/RQADAA4kAAsBAAIAiDEAAAEBCgIAlpIhAAIAf0UAAgSGKwArAgCDVAADAA4kAAsBAAIAiDIAAAEBCgIAlpIhAAIAf1QAAgSGKwArAgCDVAADAA4kAAsBAAIAiDQAAAEBCgIAlpIhAAIAf0YAAgSGKwArAgCDVAADAA4kAAsBAAIAiDYAAAEBCgIAlpIhAAIAg2EAAgSGKwArAgB/VAADAA4kAAsBAAIAiDQAAAEBCgIAlpIhAAIAg2EAAgSGKwArAgB/RgADAA4kAAsBAAIAiDYAAAEBCgIAlpIhAAIAg2EAAgSGKwArAgCDYQAAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAJ5BCWaeAAAKACEAigEAAAAAAAAAAEDoEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

Rightmost linear: ![](data:image/x-wmf;base64,183GmgAAAAAAAGAsAAIACQAAAABxcAEACQAAA2gCAAACAPQAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAmAsEwAAACYGDwAcAP////8AAAAAEAAAAMD///+2////ICwAALYBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAvMABwMcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3/wdmkAQAAAAtAQAAEAAAADIKAAAAAAYAAAAxNDYyNDYuB3IHLQf9BjAHvAEFAAAAFAKgASgFHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAFix83dhsfN3IED1d/8HZpAEAAAALQEBAAQAAADwAQAAEgAAADIKAAAAAAcAAABFRWFhYWFhBz8H7gn9BjMHogQiAgADBQAAABQCoAG0ARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAA9REKVeTeEgBYsfN3YbHzdyBA9Xf/B2aQBAAAAC0BAAAEAAAA8AEBACsAAAAyCgAAAAAYAAAAvr6uK76+riu+vq4rvr6uK76+riu+vq4rbgFQAPQCZAKEAWMA9AKaAoQBYAAYAy4ChAFjAOgCLgKEAWMAHgMuAoQBYACyAgADBQAAABQCoAFMABwAAAD7AoD+AAAAAAAAvAIBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9Xf/B2aQBAAAAC0BAQAEAAAA8AEAABAAAAAyCgAAAAAGAAAARVRGRVRGHAddBxoFAwcbBwAD9AAAACYGDwDdAUFwcHNNRkNDAQC2AQAAtgEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEACAEDAgB/RQADAA4kAAsBAAIAiDEAAAEBCgIAlpIhAAIAg0UAAgSGKwArAgB/VAADAA4kAAsBAAIAiDQAAAEBCgIAlpIhAAIAg0UAAgSGKwArAgB/RgADAA4kAAsBAAIAiDYAAAEBCgIAlpIhAAIAf0UAAgSGKwArAgCDYQADAA4kAAsBAAIAiDIAAAEBCgIAlpIhAAIAf1QAAgSGKwArAgCDYQADAA4kAAsBAAIAiDQAAAEBCgIAlpIhAAIAf0YAAgSGKwArAgCDYQADAA4kAAsBAAIAiDYAAAEBCgIAlpIhAAIAg2EAAgSGKwArAgCDYQAAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAJD/B2aQAAAKACEAigEAAAAAAAAAADTpEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

**Derivation Trees**

Any sentence in a language can be associated with a derivation tree. Trees associated with a sentence may be constructed in "top-down" or "bottom-up" fashion. The construction of any derivation tree is carried out by interpreting the production rules as tree-building operations. The derivation tree that we will consider in this section applies only to top-down derivations.

A **derivation tree** *D* (or parse tree) for a context-free grammar ![](data:image/x-wmf;base64,183GmgAAAAAAAAAKAAIACQAAAAARVgEACQAAA6oBAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAgAKEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////wAkAAMYBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAmABzgIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3PhFmxAQAAAAtAQAADwAAADIKAAAAAAUAAAAoLCwsKQDCAaQBjAF6AQADBQAAABQCYAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9Xc+EWbEBAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAR05QUzwDZgOGAQADBQAAABQCYAGoARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAsxAKIPDdEgC4rvN3wa7zdyBA9Xc+EWbEBAAAAC0BAAAEAAAA8AEBAAoAAAAyCgAAAAACAAAAPeV4AwADlgAAACYGDwAiAUFwcHNNRkNDAQD7AAAA+wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXJQUwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg0cAAgSGPQA9AgCCKAACAINOAAIAgiwAAgSGESLlAgCCLAACAINQAAIAgiwAAgCDUwACAIIpAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDEPhFmxAAACgAhAIoBAAAAAAEAAABA6BIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)can be formally defined as follows:

1. The root of *D* is labeled *S* (the starting nonterminal).
2. If *D*1, *D*2, …*D*k are the subtrees of the direct descendants of the root and the root of *D*i is labeled *X*i, then

*A* → *X*1*X*2…*X*k is a production in *P*. *D*i must be a derivation tree for the grammar ![](data:image/x-wmf;base64,183GmgAAAAAAAKAKQAIACQAAAADxVgEACQAAA+UBAAACAJ8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAqAKEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////YAoAAOYBAAALAAAAJgYPAAwATWF0aFR5cGUAAGAABQAAAAkCAAAAAgUAAAAUAoABzgIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV33AtmlwQAAAAtAQAADwAAADIKAAAAAAUAAAAoLCwsKQvCAaQBjAErAgADBQAAABQC4wF7CRwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XfcC2aXBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAaXm8AQUAAAAUAoABLgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV33AtmlwQAAAAtAQAABAAAAPABAQANAAAAMgoAAAAABAAAAEdOUFg8A2YDngEAAwUAAAAUAoABqAEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAEYOCunw3RIAuK7zd8Gu83cgQPV33AtmlwQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAAD3leAMAA58AAAAmBg8ANAFBcHBzTUZDQwEADQEAAA0BAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyUFMAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINHAAIEhj0APQIAgigAAgCDTgACAIIsAAIEhhEi5QIAgiwAAgCDUAACAIIsAAIAg1gAAwAbAAALAQACAINpAAABAQAKAgCCKQAAAAsAAAAmBg8ADAD/////AQBOAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0Al9wLZpcAAAoAIQCKAQAAAAAAAAAAQOgSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)if *X*i is a nonterminal and *D*i is a single node labeled *X*i if *X*i is a terminal.

1. Alternatively, if *D*1 is the only subtree of the root of *D* and the root of *D*1 is labeled , then A→ is a production of *P*.

Observe that there is a natural ordering on the nodes of an ordered tree. That is, the direct descendents of a node are ordered "from the left." This ordering can be formally defined as follows:

* Suppose that *n* is a node and *n*1, *n*2, …, *n*k are its direct descendants, then
* if *i* < *j*, then *n*i and all its descendants are to the left of *n*j and all its descendants.

**Note No. 2**

A leftmost linear derivation of a given sentence is "equivalent" to a top-down tree derivation.

Likewise, a bottom-up tree derivation is "equivalent" to a rightmost derivation "in reverse".

Once a derivation tree has been obtained there is not enough information to tell whether the derivation was top-down or bottom-up.
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**Top-down derivation**

The top-down derivation of the string “a+a” is shown below. Notice that a top-down derivation is equivalent to a leftmost derivation. In a top-down derivation you always work with the leftmost node or “oldest child”.

**Example No. 10**
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**Classification of Grammars**

Grammars are generally classified according to the format of their productions. As indicated before, in this course we will limit ourselves to phrase-structured grammars. The main categories of phrase-structured grammars are: Context-sensitive and context-free. Within the context-free grammars we will consider the following subcategories: right linear, left-linear and regular grammars. These grammars and the languages that they generate are often as the Chomsky hierarchy in honor of N. Chomsky who first considered grammars of this type.

**Context Sensitive grammars**

This is the most general type of all phrase-structured grammars. In this class of grammar, each production is of the form

α →β

The following conditions must hold:

* Both α and β are members of the set ![](data:image/x-wmf;base64,183GmgAAAAAAAIAFQAIACQAAAADRWQEACQAAA/8BAAACAJEAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAoAFEwAAACYGDwAcAP////8AAAAAEAAAAMD///+1////QAUAAPUBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAvQA0wQcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV33gtmLQQAAAAtAQAACQAAADIKAAAAAAEAAAAqebwBBQAAABQCoAE0ABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XfeC2YtBAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAKCkgBAADBQAAABQCoAHQABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XfeC2YtBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAATikAAwUAAAAUAqABagMcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAOgCCm7w3RIAWLHzd2Gx83cgQPV33gtmLQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAFMpAAMFAAAAFAKgATICHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQTVQgRXh0cmEADwp08N0SAFix83dhsfN3IED1d94LZi0EAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABVKQADkQAAACYGDwAXAUFwcHNNRkNDAQDwAAAA8AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCCKAACAINOAAIEiyoiVQIEhaMDUwIAgikAAwAcAAALAQEBAAIAgioAAAAAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAC3eC2YtAAAKACEAigEAAAAAAQAAAEDoEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)
* α must contain at least one element of *N*. That is the right-hand side of the production may have at least one nonterminal.
* | α| ≤ |β|. That is the length of the left-hand side of the production must be less or equal to the length of the right-hand side. Notice that this implies that in context-sensitive grammar no production can generate the empty string.

**Example No. 11 (**Example taken from reference No. 5)

Consider the following grammar with starting nonterminal S where the sets of terminal and nonterminal symbols are defined as follows:

Σ = {a, b, c} N = {S, B, C}

The set of productions are:

* + - 1. S → aSBC 5. bB → bb
      2. S → aBC 6. bC → bc
      3. CB → BC 7. cC → cc
      4. aB → ab

The derivation of the sentence “aaabbbccc” is left as an exercise to the reader.

The language generated by this grammar contains sentences of the type anbncn for each n ≥1. As this example shows derivation of sentences for this type of grammars may be a complicated process. That is, it is not easy to easily determine what sentences are generated by the language.
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**Context-free grammars**

This type of grammar is important in computer science because all programming languages for which we can always create a compiler fall in this category.

In a context-free grammar all productions are of the following form:

A → α

The following conditions need to be met for each production:

* A is a single nonterminal symbol. That is, A is an element of the set of Nonterminals.
* α is a member of ![](data:image/x-wmf;base64,183GmgAAAAAAAIAFQAIACQAAAADRWQEACQAAA/8BAAACAJEAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAoAFEwAAACYGDwAcAP////8AAAAAEAAAAMD///+1////QAUAAPUBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAvQA0wQcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV33gtmLQQAAAAtAQAACQAAADIKAAAAAAEAAAAqebwBBQAAABQCoAE0ABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XfeC2YtBAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAKCkgBAADBQAAABQCoAHQABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XfeC2YtBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAATikAAwUAAAAUAqABagMcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAOgCCm7w3RIAWLHzd2Gx83cgQPV33gtmLQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAFMpAAMFAAAAFAKgATICHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQTVQgRXh0cmEADwp08N0SAFix83dhsfN3IED1d94LZi0EAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABVKQADkQAAACYGDwAXAUFwcHNNRkNDAQDwAAAA8AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCCKAACAINOAAIEiyoiVQIEhaMDUwIAgikAAwAcAAALAQEBAAIAgioAAAAAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAC3eC2YtAAAKACEAigEAAAAAAQAAAEDoEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA). That is α string of symbols which may contain terminal or nonterminal symbols or it could be the empty string.

The grammars of Examples No. 7 and 8, and repeated here, are two grammars of type context-free.

1.- <sentence> → <subject> <verb> <object> 1. E → E + T

2. -<subject> → <article> <noun> 2. E → T

3. - <object> → <article> <noun> 3. T → T \* F

4. - <verb> → SEES 4. T → F

5. - <article> → THE 5. F → (E)

6. - <noun> → BOY 6. F → a

7. - <noun> → GIRL

**Right-Linear Grammars**

Each production of this type of context-free grammar has one of the following two forms:

A →xB or

A → x

where A and B are elements of N and x is an element of Σ\*.

**Example No. 12** (Example taken from reference No. 1)

The grammar with alphabet Σ = {0, 1} and the productions shown below is right-linear.

S →0S

S →1S

S →ε

This grammar generates the language (0,1}\*.

**Left-Linear Grammars**

Each production of this type of context-free grammar has one of the following two forms:

A →Bx or A → x where A and B are elements of N and x is an element of Σ\*.

**Example No. 13**

The grammar with alphabet Σ = {0, 1} and the productions shown below is left-linear.

S →S0

S →S1

S →ε

**Regular Grammars**

A right-linear grammar ![](data:image/x-wmf;base64,183GmgAAAAAAAAAKAAIACQAAAAARVgEACQAAA6oBAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAgAKEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////wAkAAMYBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAmABzgIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3PhFmxAQAAAAtAQAADwAAADIKAAAAAAUAAAAoLCwsKQDCAaQBjAF6AQADBQAAABQCYAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9Xc+EWbEBAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAR05QUzwDZgOGAQADBQAAABQCYAGoARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAsxAKIPDdEgC4rvN3wa7zdyBA9Xc+EWbEBAAAAC0BAAAEAAAA8AEBAAoAAAAyCgAAAAACAAAAPeV4AwADlgAAACYGDwAiAUFwcHNNRkNDAQD7AAAA+wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXJQUwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg0cAAgSGPQA9AgCCKAACAINOAAIAgiwAAgSGESLlAgCCLAACAINQAAIAgiwAAgCDUwACAIIpAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDEPhFmxAAACgAhAIoBAAAAAAEAAABA6BIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)is called a **regular grammar** when the following conditions are met:

* All productions with the possible exception of S →ε are of the form A→xB or A→x where A and B are elements of N and x is an element of Σ.
* If S→ε is one of the productions, then S, the starting symbol, does not appear in the right-hand side of any other production.

**Example No. 14** (Example taken from reference No. 2)

The following grammar defines the set of number which contain a decimal point. The letter “d” stands for a decimal digit.

1. S → dB | +A | -A | .G
2. A → dB | .G
3. B → dB | .H | d
4. G → dH
5. H → dH | d
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**Why is the classification important?**

As indicated in reference No. 2 “These grammar classifications are to some extent arbitrary. One may define many variations on the basic patterns given. However, these definitions lead to particularly simple classes of sentence recognizing machines or automata.” By automata we will understand some “machine” which determines if a given string can be derived from the set of productions of the grammar. That is, automata determine can determine if a given string is part of the language generated by the grammar. The process of determining if the given string is in the language is called parsing. These automata are called parsers.

The automata associated with some of the phrase-structured grammar are as follows:

1. The language generated by right-linear grammars can be recognized by finite-state automata (this term will be defined later on) where the “transitions” are associated with some nonterminal symbol.

2. The language generated by a context-free grammar can be recognized by finite-state automata controlled by a stack governed by certain operations. The stack can be indefinitely large. However, only a finite group of “stack members” are ever referenced in the finite description of the automata.

3. The language generated by context-sensitive grammars are accepted by a Turing machine which tape is not allowed to grow longer than the input string. The concept of Turing machine will be defined later on.

**Ambiguous Grammar**

A grammar G is said to be **ambiguous** if there exists at least one string in the language for which there is more than one derivation tree.

The grammar defined by the productions shown below is an ambiguous grammar:

E → E t E

E → x

This can be demonstrated by fact that the string “xtxtx” has two derivations trees. The derivation of these two trees is left as an exercise for the reader.

1. **Exercises**

1.- Let a grammar G be defined by

1. S → AB
2. A → Aa | bB
3. B → a | Sb

Give a derivation tree and a leftmost linear derivation for the sentence baabaab.

2.- Given the grammar

<S> → a <A> c <B>

<S> → <B> d <S>

<B> → a <S> c <A>

<B> → c<A> <B>

<A> → <B> a <B>

<A> → a <B> c

<A> → a

<B> → b

Which of the following strings can be derived from this grammar?

1. aacb
2. aababcbadcd
3. aacbccb
4. aacabcbcccaacdca
5. aacabcbcccaacbca

3.- Given the grammars

1.- <sentence> → <subject> <verb> <object> 1. E → E + T

2. -<subject> → <article> <noun> 2. E → T

3. - <object> → <article> <noun> 3. T → T \* F

4. - <verb> → SEES 4. T → F

5. - <article> → THE 5. F → (E)

6. - <noun> → BOY 6. F → a

7.- <noun> → GIRL

Find the leftmost derivation and top-down derivation of the sentences given below

THE GIRL SEES THE BOY (a + a) \* (a + a)

THE GIRL SEES THE GIRL a\* (a+a)

THE BOY SEES THE BOY (a + a) \* a

4.- Given the grammar

E → E t E

E → x

Find two different derivations trees and two leftmost derivations for the sentence *xtxtx*.
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